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Abstract—In recent years, misconfigurations have become one
of the major causes of software system failures, resulting in nu-
merous service outages. What is worse, misconfigurations are also
costly to diagnose and troubleshoot. This remains a great challenge
for sysadmins (system administrators) to detect, diagnose, or trou-
bleshoot these misconfigurations. Unlike software bugs, misconfig-
urations are more vulnerable to sysadmins’ mistakes. Developers
and researchers are attempting to improve system reactions to mis-
configurations to ease the burden of sysadmins’ diagnoses. Such
efforts would greatly benefit from the techniques that can compre-
hensively detect bad system reactions through injected misconfig-
urations. Unfortunately, few such studies have achieved the above
goal in the past, primarily because they only relied on generic alter-
ations and failed to find a way to systematically generate miscon-
figurations. In this paper, we study eight mature open-source and
commercial software packages and summarize a fine-grained clas-
sification of option types. Based on this classification, we use Aug-
mented Backus–Naur Form to summarize and extract syntactic
and semantic constraints of each type. In order to generate compre-
hensive misconfigurations in the test systems, we propose miscon-
figuration generation methods for our constraints. We implement a
tool named Configuration Vulnerability Detector (ConfVD) to con-
duct misconfiguration injection and further analyze the systems’
reaction abilities to various misconfigurations. We carried out com-
prehensive analyses upon Apache Httpd, MySQL, PostgreSQL,
and Yum. The results of our analysis show that our option clas-
sification covers 96% of 1582 options from the above-mentioned
systems. Our constraints are more fine grained than previous works
and their accuracy was found to be 91% (ascertained by manual
verification). Our technique could improve generic alteration ap-
proaches without constraints, and we found that ConfVD could find
nearly three times the bad reactions that were found by ConfErr. In
total, we found 65 bad reactions from the systems being tested and
our fine-grained constraints contributed 27.7% more bad reactions
than techniques only using coarse-grained constraints.

Index Terms—Constraints, misconfiguration, system reactions,
testing.
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I. INTRODUCTION

NOWADAYS, system administrators (sysadmins) are faced
with an ever-increasing complexity of configuration. This

is reflected in the large and still increasing number of con-
figuration parameters as well as various configuration con-
straints and consistency requirements [1]. For instance, pop-
ular open-source software systems (such as MySQL, Httpd, and
PostgreSQL) each have more than 200 configuration options
of various types. It is hardly surprising that misconfiguration
has become a critical issue. Several research groups [2]–[5]
have revealed that misconfigurations are largely responsible for
the deterioration of software reliability. One report [6] indi-
cated that misconfigurations caused 30% of all failures in a
commercial storage system. Meanwhile, popular commercial
systems (like Microsoft Azure [7], Amazon web services [8],
and Facebook service [9]) have suffered from misconfigura-
tions (e.g., outages) in recent years. The seriousness of the mis-
configuration problem is often underestimated and has caused
such companies major financial losses every year. According
to Computing Research Association’s report [10], 60%–80% of
the capital outlay in IT departments was spent on administra-
tive expenses, where system configuration is one of the major
operations [11].

Unfortunately, diagnosis of misconfigurations is troublesome.
This is mainly explained as follows:

1) Root causes of misconfigurations are highly mixed.
Fig. 1(a) indicates that misconfigurations result not only
from human mistakes but also inappropriate software im-
plementation. Even though misconfigurations are always
made by sysadmins, inappropriate software implementa-
tion [e.g., “misconfiguration B” in Fig. 1(a), the system
rolls back the sysadmin’s setting without any notification]
has given rise to avoidable sysadmin misunderstandings
and system failures.

2) Misconfigurations are hard to detect before they are trig-
gered. Fig. 1(b) gives an example of how software Yum
failed to detect a latent configuration error. In this case,
the value of the option “cachedir” was incorrectly set,
but Yum still worked until it was called upon to access
the local cache. Although regression testing is widely
used in software development processes, misconfigura-
tions are more likely to be introduced by sysadmins than
developers. This is why so many misconfigurations have
been missed by the checkers.

0018-9529 © 2018 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission.
See http://www.ieee.org/publications standards/publications/rights/index.html for more information.

Authorized licensed use limited to: National Univ of Defense Tech. Downloaded on June 05,2025 at 01:24:25 UTC from IEEE Xplore.  Restrictions apply. 

https://orcid.org/0000-0003-0798-974X
https://orcid.org/0000-0002-6900-4507
https://orcid.org/0000-0002-6125-3330
https://orcid.org/0000-0002-4647-2615
https://orcid.org/0000-0002-6199-5123
https://orcid.org/0000-0002-2244-4513
mailto:shanshanli@nudt.edu.cn
mailto:liwang2015@nudt.edu.cn
mailto:liwang2015@nudt.edu.cn
mailto:xkliao@nudt.edu.cn
mailto:pengshaoliang@nudt.edu.cn
mailto:zhoushulin@nudt.edu.cn
mailto:zhoushulin@nudt.edu.cn
mailto:jiazhouyang@nudt.edu.cn
mailto:wangteng13@nudt.edu.cn


1394 IEEE TRANSACTIONS ON RELIABILITY, VOL. 67, NO. 4, DECEMBER 2018

Fig. 1. Challenges in diagnosing misconfiguration. (a) Complicated miscon-
figuration root cause. (b) Study case of Yum. Misconfigurations is latent in
system until triggered by specified functions. (c) Study case of MySQL. Poor
feedbacks of MySQL obstruct the diagnoses of the misconfiguration.

3) The lack of feedback also obstructs the diagnosis of mis-
configurations. Fig. 1(c) shows that MySQL reports an
error message “can’t start server,” which is not help-
ful for diagnosing misconfigurations. Sysadmins cannot
debug system problems like developers can, and with-
out adequate guidance, there does not seem much like-
lihood of sysadmins solving misconfigurations on their
own.

The severity of misconfigurations has inspired many research
efforts. Most of them concentrate on detecting and diagnosing
misconfigurations. Different approaches (such as program anal-
ysis approaches [12]–[15]) use data flow to automatically di-
agnose misconfigurations. Statistical approaches (such as [16],
STRIDER [17], and EnCore [18]) diagnose misconfigurations
by learning configuration rules from configuration files.

Although the previous approaches have significantly im-
proved the situation, the fundamental issue of misconfigurations
probably lies in the process of configuration design and imple-
mentation. In terms of in-house testing, insufficient research
has been undertaken on detecting system bad reactions (also
known as vulnerability) in handling misconfigurations. ConfErr
[19] and SPEX [20] analyze system reactions by generating and
testing misconfigurations, with the aim of enhancing systems’
abilities to fight against these misconfigurations. In this paper,
we refer to such works as “Misconfiguration Testing” approach.

Researchers and developers would benefit greatly from
a mature misconfiguration testing approach that conducts a
comprehensive analysis of a system’s ability to react to a
misconfiguration. A good software system reaction, which
means error indication and error handling, would greatly ease
the burden of sysadmins diagnosis of misconfigurations. Unfor-
tunately, few such studies have been conducted. Despite being a

pioneer in this field, ConfErr relies on generic alterations to gen-
erate misconfigurations, which weakens its capability to analyze
system reactions. SPEX, taking it a step further, infers five main
categories of constraints (e.g., the condition with which the cor-
rect configuration must be consistent), but it is coarse-grained
in its option types; therefore, as a result of poor diversity,
SPEX does not propose a systematic way of generating those
misconfigurations. Consequently, the variance in the reactions
of misconfigurations cannot be observed by researchers and
developers.

With the aim of improving software reliability, we have im-
plemented a tool known as Configuration Vulnerability Detector
(ConfVD) to conduct error injection tests on software systems.
In order to more comprehensively study systems abilities to react
to misconfigurations, ConfVD uses misconfiguration generation
methods to help inject misconfigurations into the targeted sys-
tem in a more systematic way. Furthermore, we have also tried
to classify the systems reactions to misconfigurations, such as
failures with inadequate diagnostic messages [21].

In this paper, we have summarized and classified 1593 soft-
ware configurations from eight mature open-source and com-
mercial software systems. Based on these classifications, we
have then used normal forms, such as Augmented Backus–Naur
Form (ABNF) [22], to summarize and extract the fine-grained
option constraints. ABNF is a popular technical specification
to define format syntax, and it balances compactness and sim-
plicity. Different from RE, ABNF allows us to separately define
each part of the option value, which helps us generate more
comprehensive syntactic misconfiguration. Furthermore, by vi-
olating these constraints, we have proposed misconfiguration
generation methods to generate and inject a variety of miscon-
figurations into systems. We have then analyzed the statistical
characteristics of different system reactions and tried to reveal
some design problems related to misconfiguration. Based on
these problems, we have then made some suggestions for im-
proving software reaction ability.

The contributions of this paper to the field are as follows:
1) In order to generate effective constraints for each type of

configuration option, we have summarized a comprehen-
sive classification based on a large number of configura-
tion options from eight mature open-source and commer-
cial software packages. Our classification is tree based
and can be easily extended. Based on this classification,
we have proposed syntactic and semantic constraints for
each type. Our analysis results show that our option clas-
sification covers 96% of 1582 options from Httpd, Yum,
PostgreSQL, and MySQL.

2) In this paper, we have considered option constraints, both
syntactically and semantically. Our constraints use ABNF,
which is more fine grained than previous techniques like
EnCore and has been found to be consistent with 91% of
real constraints using manual verification. Furthermore, in
order to generate misconfigurations in a more systematic
way, we have proposed misconfiguration generation meth-
ods for our constraints. The experimental results show that
our fine-grained constraints find 27.7% more bad reactions
than techniques using coarse-grained constraints.
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TABLE I
NUMBERS OF OPTIONS WITH CLASSIFICATION, BY APPLICATIONS

3) We have implemented the ConfVD tool to conduct mis-
configuration injection and analyze system reaction abil-
ities. Based on these results, ConfVD has revealed bad
reactions and implementation problems in systems. We
have evaluated the capability of ConfVD of finding bad
system reactions and the results have shown that ConfVD
finds nearly three times the bad reactions found by generic
alteration approaches.

4) We have defined three types of system reactions to mis-
configurations. Based on these types, we have calculated
the distribution of system reactions and have analyzed the
reasons for these reactions. We found that path misconfig-
urations might be difficult for systems to diagnose due to a
lack of checking of the constraints, both syntactically and
semantically. Our experimental results show that adequate
configuration syntax checking after startup can effectively
help diagnose misconfigurations.

The remainder of this paper is organized as follows: We
present constraints generation in Section II. In Section III, we
explain the process of misconfiguration generation. The analysis
is explained in Section IV, and Section V details our experience
and practice. Our related work is presented in Section VI, and
we conclude this study in Section VII.

II. CONSTRAINTS GENERATION

To understand configuration constraints (i.e., specification of
configuration requirements) better, we study 1593 options in
configuration files from eight widely used software packages in
this section. In order to generate corresponding constraints for
misconfiguration injection, we are attempting to classify these
options by their types. Eight representative software systems in
their field are selected, such as Squid, Nginx, Redis, Nagios,
Lighttpd (core), Puppet, SeaFile, and Vsftpd. To extract the rel-
ative information (e.g., option name, the default value, official
descriptions, etc.) for options, we manually investigate the con-
figuration files as well as related official documents. A study
[23] reveals that nowadays, a large proportion of configurations
are in the form of key-value pairs. Since our study targets key-
value format configuration and to make our study uniform, we
transform options from other formats to key-value pairs.

A. Type Taxonomy

Although Rabkin and Katz [23] have studied type taxon-
omy, they focused on extracting configuration related code.
However, our objective is to infer option-related constraints for

Fig. 2. Type classification.

misconfiguration injection. In order to consider all the options
we find in configurations, a sufficiently fine-grained classifica-
tion is required. As we encounter a new option, we count the
number of occurrences of each option type. Table I statistically
illustrates the main types of options in this paper. These con-
figuration options are obtained mainly from documents such
as guide book or sysadmin manual. If we can not access such
information from the above documents, we also consider con-
figuration files or the source code to speculate on options’ types.

As shown in Table I, it can be obviously found that most
options are well represented by a few sets of types. In Table I,
“other” represents the program-specific option types that are
never seen in other programs (e.g., “name=Fedora $releasever
- $basearch Debug” in yum.conf). We use “other” in the clas-
sification for the reason that it is nontrivial to analyze those
program-specific options, and we are aimed at proposing a com-
mon classification for generating misconfigurations. However,
it does not mean that “other” options cannot be handled. In
Section III, we propose two methods to achieve this goal. Fig. 2
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TABLE II
COVERAGE RATE OF CLASSIFICATION

illustrates our classification as a tree. This classification tree is
also scalable and we can easily supplement it with new option
types.

The evaluation of our classification is based on 1582 options
from other four open-source software systems (Httpd, MySQL,
PostgreSQL, and Yum) as we carefully check whether each
option can be well classified into Fig. 2. As Table II illustrates,
the overall coverage rate [i.e., the proportion of the options if its
type can be found in Fig. 2 (excluding “Others”)] is as high as
96.5%, and at least 95.8% for each system.

Although the classification in this paper is reasonably effec-
tive, we still meet some difficulties. First of all, we find that some
options do not have a single type. Take MySQL’s option “Log-
File” as an example: “LogFile” usually can be set with Path type
by default; however, it also allows URL type for remote invo-
cations. To remove the ambiguity, we only consider the default
values’ type for the option. What is more, in our study, some
software systems use their specific configurations, which are
hard to be transformed into key-value pairs. For example, Httpd
considers the options as directives, and with lots of arguments.
In this case, we can not easily convert them into key-value pairs,
so we only consider each argument’s type of option. “Others”
type in Fig. 2 is a problem too, but, as mentioned above, it is
trivial to analyze those program-specific options. For this prob-
lem, a practical solution is that our classification scales well and
sysadmins can easily incorporate any new types into it.

B. Type Constraints Inference

To comprehensively analyze and evaluate system reaction,
our injected misconfigurations should be as complete as possi-
ble. For that purpose, we infer each configuration type’s fine-
grained constraint, both from inherent constraint or domain
knowledge [e.g., request for comments (RFC) documents]. For-
mers [20] infer constraints from software source code. Unfor-
tunately, there are signs that various constraints remain in the
source code [18], [20], [24], [25], after we analyze a large num-
ber of open-source software packages. Thus, it poses a great
challenge to infer those constraints from source code. In this
paper, on the basis of option’s relationship with the execution
environment, we find that constraints are combined with syn-
tactic aspect and semantic aspect. For example, option of type
PORT is with the syntactic constraint that must be set to an inte-
ger between 0 and 65535. At the same time, it is not allowed to
use the occupied port, which is a semantic constraint, because
it needs the information not only from system itself but also the
execution environment.

Aimed at generating misconfigurations by violating those
syntactic rules, this paper uses type-specific predefined pat-
terns to express option type’s commonly used standardization.
Previous work like EnCore [18] used regular expression (RE)
to express the option type’s string patterns. Similar but dif-
ferent to EnCore, our syntactic constraints can be expressed
by augmented Backus–Naur forms (short for ABNF) [22],
which is a popular Internet specifications in RFC. As shown in
Table III, the pattern of ABNF is composed of several elements.
Besides, ABNF uses common patterns such as RE to define
such elements. Table III illustrates the details of our syntactic
constraints as simplified ABNFs. We adopt this design mainly
because ABNF provides a discrete pattern for each element;
thus, we could define each element’s constraints to obtain fine-
grained constraints of a certain option type. We use an example
to show ABNF’s superiority over RE. Suppose there is an option
“memory = 16M.” Testers may want to test misconfigurations
like “−1 M” (bad number), “16 C” (bad unit). In ABNF, op-
tion “memory” can be described using elements: memory =
number unit, while rule of “number” is “[0–9]+ ” and “unit”
is “[KMG].” Thus, we can mutate each element to generate
misconfigurations like bad number and bad unit. Besides, we
can define the range for the element. For “number,” it can be
from 0 to 64, for example, we can generate misconfiguration
“65M” to violate this constraint. However, when we use RE
“[0–9] + [KMG]” to describe the option’s syntax, obviously,
these features are not supported.

We also improve the ABNF design by adding rules like valid
range for the element in the digital form, which can be found
in Table III. Our inference can use program analysis [24] for
system-specific constraints such as extracting the value range of
the type Count. Owing to space limitations, we show here sim-
plified ABNF as descriptions of syntactic constraints. Elements
“DIGIT,” “ALPHA,” “HEXDIG,” and “OCTET” are all from
core rules of ABNF (RFC2234).

Different from syntactic constraints, in this paper, semantic
constraints are demanded to describe the complicated relation-
ship between systems and their execution environments. For
this purpose, we divide the semantic constraint into two parts:
constraints for the option’s value and the environment-related
attributes for the option’s type. Table IV lists the constraints
for the option’s value according to its type. We take an option
of URL type, for example, to show these constraints cannot be
well expressed by syntactic form. URL option’s value can be
judged as correct or wrong, depending on whether it is consis-
tent with its syntactic form. However, semantic constraints like
whether it is accessible depends on system’s execution environ-
ment, such as the network states. The semantic constraints are
also critical to help generate misconfigurations and deserve our
high attention.

To reflect the requirements from the execution environment,
we define the environment-related attributes for option’s type
in this paper. As listed in Table V, these attributes are as-
signed to different option types, and they refine the requirements
from execution environment, for example, when a URL option
should satisfy the constraint “The URL should be reachable” in
Table IV, we can use attribute “Is URL forbidden by firewall”
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TABLE III
SYNTACTIC CONSTRAINTS

TABLE IV
SEMANTIC CONSTRAINTS

in Table V with an boolean value “No” to describe it. This paper
uses environment information and domain knowledge to infer
such semantic constraints. This paper is inspired by EnCore
[18], and we classify those attributes into six main resource
types (Network, Services, Hardware, File System, Security, and
Environment Variable).

After inferring the configuration constraints from four mature
software systems, we evaluate the effectiveness of our syntactic
constraints by checking whether related documentation descrip-
tions are consistent with constraints inferred. By manual inspec-
tion, Table VI shows that our syntactic constraints work well

and are consistent with 91% of 1582 options from four popular
software systems. Although EnCore [18] also uses predefined
patterns to speculate option types, syntactic constraints in this
paper are described by improved ABNF. As we take both the
string pattern and the data range (e.g., the value set of Enumer-
ation) into consideration, thus, our syntactic constraints appear
to be more flexible and fine grained. SPEX [20] infers five main
constraints (e.g., Basic type constraint, Data range constraint,
etc.) from the source code but is not fine-grained enough in
Semantic-type constraint. This paper might not include some
other system-specific constraints. However, since we infer such
constraints for misconfiguration generation instead of precise
configuration constraints analyses, we consider the inaccuracy
to be acceptable.

III. MISCONFIGURATION INJECTION

In this section, we answer two questions: How can we use
these constraints to generate misconfigurations and how can
we test system reactions with misconfigurations? To address
these problems, we propose a tool called ConfVD to conduct
misconfiguration injection and analyze system reactions to a
variety of misconfigurations.

A. Misconfigurations Generation

To generate misconfigurations for injection, we propose mis-
configuration generation methods based on the constraints.
The whole misconfiguration generation process can be seen as
three main parts: First, ConfVD parses configuration files into
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TABLE V
ENVIRONMENT-RELATED ATTRIBUTES FOR OPTION TYPE

TABLE VI
PROPORTION OF OPTIONS CONSISTENT WITH

SYNTACTIC CONSTRAINTS

Fig. 3. Misconfiguration generation methods.

structured data (e.g., XML files are used in ConfVD to store
the configuration information such as key, value, etc.) to eas-
ily manipulate the configuration. Second, it modifies structured
original data to generate misconfigurations using generation
methods. Finally, these modified data are assembled again to
generate new configuration files with misconfigurations. As il-
lustrated in Fig. 3, the misconfiguration generation methods we
use can be classified into two main categories: constraint-related
misconfiguration and format-related misconfigurations.

1) Constraint-related misconfiguration: ConfVD can gener-
ate misconfigurations via violating syntactic constraints. First,
after inferring options’ constraints, we can obtain the ABNF
for each option and each ABNF contains at least one element.

TABLE VII
EXAMPLES OF HOW SYNTACTIC MISCONFIGURATIONS ARE GENERATED

Second, ConfVD takes mutation operations on such ABNFs
to generate mutated elements. Third, mutated elements are ag-
gregated with other unchanged ones to generate a new option
value as a candidate syntactic misconfiguration. Finally, all the
candidate syntactic misconfigurations will be checked with spe-
cific ABNFs to make sure they violate the syntactic constraints.
Hence, a new syntactic misconfiguration will be generated.

Mutation operations have a variety of types divided into
element-level and form-level operations. For element-level op-
erations, we randomly substitute, add, convert the case, or delete
a single character in each element of ABNF. Considering the
element in digital form, we generate misconfigurations beyond
its range and modify the digit type it belongs to (e.g., we use
float number when it should be an integer). Form-level opera-
tions only consider ABNFs with multiple elements; in this case,
we disorder, cut out, or repeat one of the elements from the AB-
NFs. The elements after these two operations are called mutated
elements.

Table VII illustrates an example to explain how ConfVD
generates syntactic misconfigurations. For the option “Mem-
Size,” its type is memory, and its ABNF consists of two el-
ements: “Number” and “Unit.” We demonstrate element-level
mutation operations such as “substitute,” “add,” “convert case,”
and “delete” on the element “Unit” and operations “beyond
range” and “change digit type” on the element “Number.” In
fact, each element in ABNF should be processed by these oper-
ations to generate mutated elements. After these element-level
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Fig. 4. Generation of semantic misconfigurations.

operations, form-level operations like “disorder,” “cut out,” and
“repeat” are also shown in Table VII. To help understand how
mutated elements generate a misconfiguration, we take the re-
sult of the “substitute” operation as an example: after the mu-
tation operation, the value of the element “Unit” of “MB” is
changed to “Ma,” then we aggregate the elements “Number”
and “Unit,” so we get a candidate syntactic misconfiguration of
option “MemSize” as “64Ma.” Finally, this candidate syntactic
misconfiguration will be checked to see whether it is consistent
with the ABNF of “MemSize,” and the answer is no, so a syn-
tactic misconfiguration comes out. It also should be noted that,
for “Others” type options, since they do not have any syntac-
tic constraints, there still are two methods for them to generate
misconfigurations. First, ConfVD can use generic alterations on
option values, such as randomly changing the strings. Second,
sysadmins can supplement a new option type to our type clas-
sification; at the same time, syntactic constraints can also be
defined to help generate misconfigurations.

Generating misconfigurations with constraints defined by
ABNF helps ConfVD to simulate the situations where syntac-
tic errors occur, and it provides comprehensive and systematic
misconfigurations for testing system reactions.

Similar to syntactic misconfigurations, ConfVD generates se-
mantic misconfigurations using semantic constraints. To gen-
erate misconfigurations, resource-related predefined rules are
designed to simulate the violation of semantic constraints, as
shown in Fig. 4. Here we use Path type as an example, at-
tribute “permission” is related to the semantic constraint “The
file should be readable.” To violate the semantic constraint like
“The file should be readable,” we predefine rules to modify
these attributes. For example, we run command like “chmod 000
path” to change the attribute “permission.” Since our purpose is
to change the environment attributes to simulate semantic mis-
configurations, ConfVD changes not only option value but also
execution environment to maximally reproduce the scenarios
when semantic misconfigurations occur.

The processing model of ConfVD for generating semantic
misconfigurations is well customized and scalable. ConfVD al-
ready provides a collection of rules for generating common
misconfigurations and sysadmins can add other custom rules.

2) Format-related misconfiguration: In format-related rules,
considering the fact that configuration files need to meet the
format requirements, ConfVD can generate misconfigurations
as listed in Table VIII, by simulating sysadmins’ common

TABLE VIII
EXAMPLES OF FORMAT-RELATED MISCONFIGURATIONS

mistakes, such as omission or misspelling, while editing those
complex configuration files.

B. Testing

The same misconfiguration may cause different system reac-
tions owing to the different program states. To unify the testing
process, ConfVD uses software’s own test framework [26]–[29]
to test injected misconfigurations. To simulate the situations
when sysadmin meets the misconfigurations, ConfVD runs a
sequence of test scripts such as “launching the server” or “creat-
ing a database.” Before testing the injected misconfigurations, to
eliminate the interference, ConfVD should confirm that system
must be in the proper state by checking whether the system can
pass all test cases.

When testing a misconfiugration, first, ConfVD replaces the
original configuration file(s) with the one(s) containing errors,
and then launches the system. If the system successfully starts
up, ConfVD would run test scripts persistently until system
failure happens or system passes all the test scripts. During the
testing process, ConfVD records the system state by monitoring
the information such as system logs or console output. Finally,
ConfVD analyzes these information to evaluate the system’s
reaction ability of handling misconfigurations.

IV. ANALYSIS

In this section, we analyze and evaluate the system reac-
tion ability from the results of the misconfiguration injection
by ConfVD. Table IX illustrates the software systems and their
information in our studies. Generating misconfigurations for all
those options will lead to the computational complexity’s explo-
sive exponential growth. In order to avoid this issue, we applied
a stratified random sampling on configuration options. In detail,
according to the type classifications in Fig. 2, we divide options
into several subgroups. For each group, options are randomly
sampled with a fraction of the total population. As the number
of options with different types vary greatly among systems, this
sampling method will ensure that estimates can be made with
equal accuracy in different option types of configuration, and
that comparisons of samples with different types can be made
with equal statistical power. As shown in Table IX, we finally
sample 113 options and generate 1273 corresponding miscon-
figurations.
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TABLE IX
SYSTEMS ANALYZED

As our purpose is to expose as many configuration vulner-
abilities as possible, ConfVD generates massive and various
misconfigurations. However, there can be redundancy in these
misconfigurations. In other words, two different misconfigura-
tions generated by the ConfVD may share the same software
reaction. With this noise, analyzing the distribution of software
reactions to all injected misconfigurations makes little sense.
Therefore, our analysis of system reactions should be based on
misconfigurations that do not include those duplicated ones. In
our implementation, we eliminate those duplicated misconfig-
urations by checking whether the related log messages are the
same. We first set the systems log verbosity option to the highest
to get more details of the system reactions. After collecting the
logs, we formalize them and remove the variables for compar-
ison. In the end, we get clusters of similar software reactions.
The results are also listed in Table IX.

A. System Reaction Ability Analysis

To evaluate the system reaction ability of handling miscon-
figurations, we classified the reactions into three types: good
reaction, bad reaction, and no reaction. A good reaction is that,
given a particular misconfiguration, the system can precisely
locate the root causes of failures or anomalies using console in-
formation, log messages, etc. A bad reaction would be a system’s
failure to resolve the problems, only providing vague diagnostic
messages, or even ending up with a silent failure. Finally, no
reaction occurs when the system has no reaction at all to the
misconfigurations due to the robust design or inadequate testing
for triggering the latent configuration errors [30].

The overall results of the system reactions are listed in
Table X. In order to help readers better understand different
system reactions, taking a further step, we analyze the root
causes of each reaction.

1) Good reactions: About 34.56% explicitly locate the mis-
configurations by printing log messages that contain the
line number or the name of misconfiguration. Most of
these reactions happened when system checks the validity
of the configuration, primarily during system startup.

2) Bad reactions: About 29.95% triggered the exceptions but
failed to locate the misconfigurations, mainly because op-
tions were not checked, or the checking condition failed to
capture the error. Even though they were detected on ex-
ception, these reactions may be obscure or mislead sysad-
mins in their diagnosis. For example, when Httpd was
misconfigured incidentally by adding the option “Listen
80” twice in the configuration file, the logs after failure
printed “Address already in use” and “Could not bind to
address,” which may confuse sysadmins. Even worse, bad

Fig. 5. Misconfiguration diagnosis rate of different systems with three kinds
of misconfiguration.

reactions may obstruct the diagnosis. We found that bad
reactions (e.g., crashes, hangs, and silent failures) were
caused by improper exception handling or a lack of con-
figuration checking.

3) No reactions: About 35.49% passed all the tests without
raising any exception. There are two reasons: The first
case is the robust design, which allows systems to le-
galize these misconfigurations. For instance, PostgreSQL
allows both “key value” and “key = value” formats, which
would avoid format-related misconfigurations. In the sec-
ond case, there may be latent configuration errors (LC
errors) [30]. Such options are not checked during initial-
ization; hence, we used various test cases to expose as
many errors as we could.

B. Misconfiguration Diagnosis Analysis

In this section, we analyze and evaluate different types of mis-
configurations and their corresponding reactions. Fig. 5 shows
that misconfigurations are from three widely used option types,
i.e., Path, Boolean, and Count. We consider that a reaction with
an explicit indication of misconfigurations represents a good
reaction after system failure. Accordingly, we define “miscon-
figuration diagnosis rate” as the proportion of good reactions
after failures caused by misconfigurations. Results show that
MySQL fails to locate Path-related misconfigurations. When
compared with Path, misconfigurations related to Boolean are
much easier to locate. The diagnosis rate of Httpd and Yum reach
100%, while there is only 60% for PostgreSQL and 74.36% for
MySQL. The main reason is for MySQL only reporting the ex-
ception captured in systems without any location information
about misconfigurations. The diagnosis rates for Count are even
higher than those of Boolean in Httpd (100%), Yum (100%),
and PostgreSQL (66.67%). Similar to the reason for the Boolean
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TABLE X
OVERALL RESULTS OF SYSTEM REACTIONS

Fig. 6. Case study of Path misconfiguration.

misconfiguration, MySQL still has a low proportion (50%) in
this respect.

Among these three types, Path misconfigurations are the hard-
est to be diagnosed by systems, and even experienced devel-
opers may fail to gracefully handle these misconfigurations.
Fig. 6 shows a study case of Path misconfiguration that oc-
curred in Httpd. We used ConfVD to inject misconfiguration
into the option “ServerRoot” with a nonexistent directory. Httpd
only checked the syntax, but not the semantic constraints (e.g.,
whether the directory is existent). Then, Httpd generated vari-
able “conffile” by merging option “ServerRoot” and option
“Include.” When Httpd tried to open “conffile,” it failed and
printed log messages “Could not open....” It then indicated that
there was a syntax error in option “Include.” The bad reac-
tions found in Httpd come from two main sources: 1) the op-
tions of “Path” type sometimes need concatenation with other
paths. Thus, misconfigurations can propagate through data flow
and have a large scope of impact. 2) Semantic constraints are
harder to check. The popular practice involves trying to open
the path and using the return code to judge whether the opera-
tion is successful, but this does not explain the root cause of the
misconfiguration.

Types of misconfigurations with simple constraints (e.g.,
Boolean, Mode) have a high diagnosis rate, mainly because ver-
ifying the constraints of these types can be done easily. Fig. 7
illustrates how PostgreSQL parses values for Boolean options.
For Boolean options, PostgreSQL uses the parse_bool function
to check that each Boolean option is corrective. It in fact uses the
“parse_bool_with_len” function to make a comparison between
option value and legal values. As shown in Fig. 7, misconfigu-
ration can be located and resolved easily. We surmise that this is
because such constraints have no correlation with the environ-
ment. Therefore, it can be easily judged whether the value of an
option is valid or not.

Fig. 7. Case study of Bool misconfiguration.

Thus, using more simple constraint options in configuration
is highly recommended for developers in order to reduce the
potential misconfigurations. Furthermore, when faced with a
failure, sysadmins require more reasons than symptoms of fail-
ures (e.g., exceptions). We recommend that developers point out
the root causes instead of only recording what happened in the
system and console log messages.

Thus, we highly recommend developers to use simple con-
straints to describe options, to prevent sysadmins introducing
misconfigurations. Moreover, sysadmins require more reasons
than symptoms of failures (e.g., exceptions) in the systems. To
make systems more user-friendly, developers should try to point
out the root causes of failures, instead of only recording what
happened during the failures.

C. Capability Analysis

To demonstrate the need for the fine-grained constraints we
have proposed herein, we have analyzed ConfVDs capabili-
ties by answering two questions: How does ConfVD improve
generic alteration approaches without constraints, and is there
the necessity for fine-grained constraints in misconfiguration
injection?

1) How ConfVD Improves Generic Alterations Approaches
Without Constraints: A straightforward approach to evaluate
the reaction ability of systems is testing with generic alterations.
ConfErr [19] relies on using generic alterations to original
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TABLE XI
CAPABILITY OF CONFVD AND CONFERR IN FINDING BAD SYSTEM REACTIONS

TABLE XII
COMPARISON OF CONFVD WITH A VARIANT THAT ONLY USES

COARSE-GRAINED CONSTRAINTS

configuration options (e.g., omissions, substitutions, and case
alterations of characters). We chose ConfErr because ConfErr is
not guided by constraints. In this section, we show the improve-
ments of ConfVD compared with generic alterations approaches
like ConfErr.

We evaluate the tools’ capability of finding bad system re-
actions by counting the numbers of bad reactions they find.
In Table XI, the number of the undiagnosed misconfigurations
(i.e., misconfigurations of which systems fail to find the root
causes of failures) found by the two tools is presented. These
misconfigurations could possibly have been avoided if ConfVD
or ConfErr had been used to evaluate the system reactions and
harden the system against misconfigurations. Our results reveal
that ConfVD finds more undiagnosed misconfigurations in all
four systems than ConfErr, and undiagnosed misconfiguations
found by ConfErr only account for 38.46% of the ones found
by ConfVD. It should be noted that all the misconfigurations
generated by ConfErr could have been found by ConfVD using
options’ constraints. The inefficiency in ConfErr is for the reason
that widely used mature systems are able to detect the violation
of configuration formats, but to diagnose constraint-related mis-
configurations, it requires not only domain knowledge but also
environmental information, which enables ConfVD to find the
potential bad reactions of systems.

2) Is There a Necessity for Fine-Grained Constraints in Mis-
configuration Injection: State-of-the-art techniques like SPEX
[20] use coarse-grained constraints to help generate misconfigu-
rations. However, those coarse-grained constraints (such as data
type and value range) are insufficient for generating misconfig-
urations. In order to demonstrate the need for fine-grained con-
straints, we evaluated a variant of ConfVD by removing the fine-
grained constraint-related misconfigurations. Like SPEX, this
variant simply generates misconfigurations only using coarse-
grained constraints (e.g., Basic type constraint, Data range con-
straint, etc.), these constraints are inferred from source code,
and they do not concern the semantic-type-specific character-
istics. We used our own implementation of the technique. We
were unable to use SPEX because it assumes the availability of
source code and needs annotations from domain-specific knowl-
edge. The experimental results are shown in the “Variant with
Simple Constraints” column of Table XII. The variant without
fine-grained constraints only found 47 undiagnosed misconfig-
urations, a reduction of 27.69% from the 65 of ConfVD. By

Fig. 8. Two examples of system reactions to misconfigurations.

contrast, ConfVD uses fine-grained constraints to generate and
inject these comprehensive misconfigurations into targeted sys-
tems to test their reactions.

As illustrated in Fig. 8, the top misconfiguration violates the
simple constraint: the option type of “DocumentRoot” is a direc-
tory path. Httpd detected this misconfiguration. However, bad
reactions occurred when faced with the bottom misconfiguration
as it violated the fine-grained constraints. Httpd easily found the
misconfiguration of simple constraints but failed to identify fine-
grained ones. Our study confirms that a comprehensive test for
systems against misconfigurations would improve the quality
assurance.

ConfVD’s fine-grained constraints were extremely useful for
Httpd and MySQL but did not affect the results for PostgreSQL
and Yum. We surmise that this is because although many mis-
configurations are injected, fine-grained constraints were not
necessary in the 72.3% of cases in which the misconfigurations
of simple constraints could find bad system reactions. However,
that may not always be enough. Therefore, it remains important
to use fine-grained constraints to generate misconfigurations and
find bad system reactions that might discourage sysadmins.

D. Validity Limitations

There are several major limitations in terms of the validity of
our analyses.

1) Although the eight software systems we studied in
Section II are both mature and large, our classification,
which is on the basis of them, may not be representative
of other systems. In order to verify the generalization of
our option type classification and avoid the issue of over-
fitting, the configuration options we used for classifica-
tion are taken from eight open-source software packages,
while those used for validation in Section II-A are taken
from other four open-source software packages.

2) Only a few sets of popular system options are considered
in our studies. Some system options may not be con-
sidered in our studies, which may influence our results.
Therefore, we choose those most frequently used options
and believe that these common options are representative
of the options in most situations.

3) All the analyses and evaluations are on the basis of man-
ually checking the system and console logs, which may
introduce errors. To ensure the correctness, we double-
check all the results.

4) Our misconfiguration generation method may omit some
kinds of misconfigurations. To reduce this limitation, we
plan to analyze more sysadmin reports from software
projects and improve our methods.
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V. EXPERIENCE AND PRACTICE

In this section, we provide some advice and best practices
based on what we have observed from the systems evaluated for
misconfiguration issues.

Avoiding inconsistency: There are lots of good habits in
handling unit inconsistency. For instance, PostgreSQL al-
ways assigns numbers to options with units (e.g., option like
“max_stack_depth = 100 kB”). To the opposite, a lack of nec-
essary explanations or ambiguous descriptions in configuration
may raise sysadmins’ confusion and trap them into making mis-
configurations.

Making configuration simple and easy: Sysadmin-friendly
configurations are also meaningful for reducing the occurrences
of misconfigurations. Our study finds many ambiguous descrip-
tions of configuration options in sysadmin guidebooks. Xu et al.
[1] reveal a lot of useful findings, which leads to a few guide-
lines for simplifying configuration. They also study configura-
tion navigation as an intermediate solution to help sysadmins
understand configuration.

Early checking: During our analysis and evaluation, we con-
duct a study on the source code of these systems under evalua-
tion, and find that PostgreSQL manages the system configura-
tion using a consistent interface. For example, it uses function
“parse_and_validate_value” to check each value of the option
right after the system startup and reports any misconfigurations
it found. Early checking helps sysadmins effectively detect mis-
configurations during system’s startup.

Friendly comment: Through those comments in configura-
tion files, PostgreSQL explicitly informs sysadmins of usage
of specified options (e.g., “#1s-600s,” “#defaults to “local-
host”; use “*” for all”). Such comments can also be found
in other systems, but there is still a large number of soft-
ware systems lacking in friendly comment. Adequate comments
could guide sysadmins to configure options more efficiently and
correctly.

VI. RELATED WORK

Recently, aimed at solving misconfiguration problems, re-
searchers have focused on detecting [18], [31] and troubleshoot-
ing [12], [14], [15], [32]–[34] misconfigurations. Although it is
helpful to understand the misconfigurations and improve the re-
liability of systems, only a few efforts [19], [20] have focused
on evaluating system reaction ability of handling misconfigura-
tions.

Misconfiguration testing: Aimed at improving software reli-
ability, we can analyze and evaluate systems reactions to mis-
configurations. ConfErr [19] is a pioneer in misconfiguration
testing. It relies a Generic Error Modeling System framework
to produce human errors (e.g., typo, copy–paste mistakes, etc.)
in configurations. However, ConfErr can only generate deficient
misconfigurations without constraints, which hinders the eval-
uation of system reactions. Another work, SPEX [20], pushes
the boundary of the ConfErr, as it infers constraints from the
source code to identify misconfiguration vulnerabilities by in-
jecting misconfigurations that violate those constraints. How-
ever, its coarse-grained constraints of option types result in poor

diversity in the injected misconfigurations. On the basis of fine-
grained constraints of option type classification, ConfVD gener-
ates comprehensive misconfigurations, which means we could
effectively analyze and evaluate the system reaction ability of
handling misconfigurations.

Detecting and troubleshooting misconfigurations: Misconfig-
uration detection [18], [31] refers to checking the potential con-
figuration errors before the misconfigurations manifest, while
misconfiguration troubleshooting [12], [14], [15], [32]–[34] is
carried out in response to an already happened misconfiguration.
EnCore [18] infers the configuration rules between systems and
the executing environments to detect misconfigurations using
a machine-learning method. Aimed at automatically diagnos-
ing the root causes of performance problems, X-ray [12] pro-
poses a technique for troubleshooting the potential misconfigu-
rations. At the same time, the major contribution of this paper
is proposing fine-grained constraints from option types classi-
fication. These option type classification based constraints can
guide sysadmins and researchers to detect potential misconfigu-
rations. Meanwhile, misconfiguration troubleshooting can also
benefit from our work, since we have a comprehensive analysis
and evaluation of system reactions.

System reactions study: There are also some other research
works on system reactions to misconfigurations. ConfDiagDe-
tector [21] focuses on detecting inadequate diagnostic messages
for misconfigurations. Based on 546 real-world misconfigu-
rations, Yin et al. [6] conducted a comprehensive empirical
misconfiguration characteristic study. Xu et al. [35] studied on
access-denied messages, showing that many of today’s software
systems miss the opportunities for providing adequate feedback
information, imposing unnecessary obstacles to correct resolu-
tions. This paper also benefits from these works’ insights on
system reaction’s characteristics.

Configuration characteristic study: The former has drawn
lots of efforts on characteristics on configuration that provides
us with fundamental thesis. Rabkin and Katz [23] propose a
classification of configuration option types in several Java ap-
plications for automatically extracting the related source code.
Our classification differs from Rabkin’s work mainly in the ob-
jectives: their main purpose is to extract those options from
source code, while we intended to use these constraints for mis-
configuration injection. Thus, this paper requires a more com-
prehensive classification to infer as fine-grained constraints as
possible. SPEX [20] and EnCore [18] have a further research on
configuration constraints using program analysis and machine
learning. Zhou et al. [24], [25] focus on the characteristics of
option constraints by investigating source code.

VII. CONCLUSION

As misconfiguration has become one of the most serious
issues, to analyze and evaluate the system reaction ability of
handling misconfigurations, in this paper, we propose a method
to infer type-related constraints for misconfiguration injection.
We study eight mature systems to summarize a comprehensive
classification of option types. On the basis of this classifica-
tion, we use ABNF to extract fine-grained constraints of each
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type. To generate comprehensive misconfigurations in the test
systems, we propose misconfiguration generation methods for
our constraints. We implement a tool named ConfVD to con-
duct misconfiguration injection and further analyze and evaluate
the system reaction ability of handling various misconfigura-
tions. Our analysis result shows that our option classification
covers 96% of 1582 options from Httpd, Yum, PostgreSQL,
and MySQL. Our constraints are more fine grained than SPEX
and Encore, and the consistency was found to be 91% through
manual verification. Our technique could improve generic alter-
ations approaches without constraints, and we found that Con-
fVD could find nearly three times the bad reactions found by
ConfErr. In total, we found 65 bad reactions from the systems
under test and our fine-grained constraints contributed 27.7%
more bad reactions than techniques only using coarse-grained
constraints.
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